

Quelloffene Die Hard- und Softwarekomponenten eines Produkts dürfen kostenlos genutzt, verändert und weiter verbreitet werden.

## Elektronik - Technologie, welche sich die physikalischen Eigenschaften von Elektronen in Leiterbahnen zu Nutze macht.

Prototypen -
Probemodell eines Geräts für die Serienproduktion.

Plattform - Eine Ansammlung von passender Hardware und Software, die einem das Ausführen eigener Programme ermöglicht.


Ein Arduino ist ein Mikrocontroller, ein sehr kleiner Computer, den man dazu bringen kann, auf Geschehnisse zu reagieren. Er kann Sachen messen (z.B. wie hell ein Raum gerade ist). Und er kann dann andere Dinge dazu bringen auf diese Veränderungen zu reagieren. (z.B. der Raum wird dunkel und eine LED geht an).



Einen Schalter oder einen Messfühler kann man als Eingabegerät für den Arduino nutzen.



Jedes Gerät, welches man an- und abstellen kann, wäre als Ausgabegerät geeignet. Man könnte einen Motor oder sogar einen Computer verwenden.


Ein Tastschalter ist digital. Ein Messfühler ist analog. Die Anzahl der Zwischenstufen des Fühlers wird jedoch durch die Umwandlung in digitale Daten endlich.


Bevor wir den Arduino anschließen sollten wir uns noch mit weiteren Begriffe und Prinzipien befassen, die uns zeigen, wie Elektrizität und somit Elektronik funktioniert.


Elektrizität ist der Fluss von Energie durch ein leitendes Material.


Die Wasser-Analogie wird häufig genutzt, um die Begriffe zu erklären.



Ein Beispiel: Erhöht man den Widerstand, so fliesst weniger Wasser


Erhöht man das Potenzial, so fliesst mehr Wasser.


Dies ist der Schaltplan der einfachen Schaltung. Die Schaltung wird hier repräsentiert, indem Symbole anstatt der Komponenten gezeigt werden. Wenn der Schalter geschlossen wird, fliesst Strom zwischen den Polen der Energiequelle und erleuchtet die Lampe.


Es gibt zwei Arten von Schaltungen. Gleichstrom-und Wechselstromschaltungen. Bei einer Gleichstrom-
Schaltung fliesst der Strom immer in eine Richtung. Bei einem Wechselstromkreis kehrt sich der Stromfluss regelmäßig in die entgegengesetzte Richtung. Wir interessieren uns nur für Gleichstromschaltungen.



Der Arduino enötigt wie andere elektrische Geräte Spannung zum Arbeiten, und da wir ihn jetz† programmieren möchten, schliessen wir ihn an den Computer an.


Die Software gibts hier:
http://arduino.cc/de/Main/Software

Vorher musst du jedoch noch die kostenlose Software von obiger Adresse herunterladen und installieren. Die Arduino Software läuft auf den folgenden gängigen Plattformen: Mac OSX, Windows und Linux

$$
\begin{aligned}
& \text { Wenn du Hilfe benötigst bei der Installation } \\
& \text { auf einem Mac: } \\
& \text { http://www.arduino.cc/en/Guide/MacOSX } \\
& \text { Wenn du Hilfe benötigst bei der Installation } \\
& \text { auf einem Windows-PC: } \\
& \text { http://www.arduino.cc/en/Guide/Windows } \\
& \text { Wenn du Hilfe benötigst bei der Installation } \\
& \text { auf einem Linux-System: }
\end{aligned}
$$

Besuche die obigen Adressen, wenn du detaillierte Anleitungen für die Software-Installation benötigst.


Wenn du die Software installiert hast und der Arduino angeschlossen wurde, sollte eine mit ON beschriftete LED aufleuchten.




```
void setup() {
    // initialize the digital pin as an output
    // Pin 13 has LED connected on most Arduino boards
    pinMode(13, OUTPUT);
}
void loop() {
    digitalWrite(13, HIGH); // set the LED on
    delay(1000); // wait for a second
    digitalWrite(13, LOW); // set the LED off
    delay(1000); // wait for a second
}
```

Ein Sketch ist, genauso wie jedes andere Programm auch, eine Menge von Anweisungen für den Computer. Wenn wir uns den Blink-Sketch genauer ansehen, so können wir feststellen, dass er aus zwei größeren
Teilen besteht: setup.() und loop().


Diese Code-Blöcke heissen Funktionen und jeder Sketch hat welche. Sie werden durch geschweifte Klammern \{ \} begrenzt.

```
void setup() { // Deklariert einen Code-Block
    pinMode(13, OUTPUT); // Setzt Pin 13 auf Ausgabe
}
                                    // Ende des Code-Blocks
void loop() { // Deklariert einen Code-Block
    digitalWrite(13, HIGH); // Schaltet Pin 13 an
    delay(1000); // Pause für eine Sekunde
    digita\Write(13, LOW); // Schaltet Pin 13 ab
    delay(1000); // Pause für eine Sekunde
}
Jetz† aber schau dir Zeile für Zeile das Skript an und sehe in den Kommentaren, was jede Zeile macht.
```



Aber wie können wir Objekte steuern, die nicht auf dem Arduino sind? Dafür verbinden wir den Arduino mit einem lötfreien Experimentier-Steckbrett. Damit können wir blitzschnell Testschaltungen aufbauen.


Wir verbinden 5V (Potential/+Pol) und GND (Masse/ Erde) vom Arduino mit den vertikal verbundenen Streifen links und rechts des Brettes mit 0,7mm dickem Draht. Elektronische Bauelemente können jetz† an die Löcher in der Mitte sowie an 5V und GND angeschlossen werden.


Dieses Steckbrett hat je zwei Reihen mit Löchern auf der linken und rechten Seite, die vertikal miteinander verbunden sind sowie fünf Spalten links und rechts der kleinen Vertiefung in der Mitte. Diese sind horizontal miteinander verbunden.

| Anode <br> (an 5 V an- <br> schliessen) |
| :--- | :--- |
| Kathode <br> (an GND an- <br> schliessen)$\quad$ Merke: |
| Kurz wie Kathode |



```
void setup() {
    pinMode(2, OUTPUT); }
void loop() {
    digitalWrite(2, HIGH);
    delay(500);
    digitalWrite(2, LOW);
    delay(500); }
```

In der Funktion setup() konfigurieren wir Pin 2 als Ausgabe. In loop() setzen wir Pin 2 auf HIGH, was die LED leuchten lässt. Delay sorgt für eine Pause von 500 Millisekunden ( $\frac{1}{2}$ Sek.) Wenn Pin 2 auf LOW gesetzt wird, geht die LED aus. Dann folgt eine weitere $\frac{1}{2}$ Sek. Pause.


Als nächstes fügen wir dem Ganzen einen digitalen Schalter hinzu, so dass wir die
Verbinde den einen Kontakt des Tasters mit Pin 4 am Arduino. Denselben Kontakt des Schalters schliessen wir an Erde über einem 10 Kilo-Ohm Widerstand an. Die andere Seite des Schalters soll mit LED An- und Ausschalten können.
void setup() {
void setup() {
pinMode(2, OUTPUT);
pinMode(2, OUTPUT);
pinMode(4, INPUT);
pinMode(4, INPUT);
}
}
void loop() {
void loop() {
if(digitalRead(4)){
if(digitalRead(4)){
digitalWrite(2, HIGH);
digitalWrite(2, HIGH);
}else{
}else{
digitalWrite(2, LOW);
digitalWrite(2, LOW);
}
}
}
}
Jetzt schreiben wir den Code. In Setup definieren wir Pin 2 als Output und Pin 4 als Input. Im Loop benutzen wir eine if-Anweisung, eine Bedingung. Wenn das Signal an 4 HIGH ist, setzen wir den LED-Pin HIGH, ansonsten setzen wir ihn auf LOW und schalten die LED somit ab.




Schliesse den mittleren Pin des Potis an den Analogpin AO an. Die anderen Anschlüsse des Potentiometers müssen auf GND und 5 V gelegt werden. So gibt der Mittelpin Teilspannungen zwischen 0 und 5 V aus.



Wir könnten die wechselnden Werte, die wir vom Poti empfangen, nutzen, um eine LED zu dimmen. Steck die LED zurück ins Brett und verbinde sie mit dem Arduino über Pin 3.


Wir werden die PulsWeitenModulation nutzen, um Analogspannungen zu simulieren. Durch das An- und Abschalten der Spannung mit unterschiedlichen Perioden kann die LED 0-100\% der Zeit an sein. PWM funktioniert auf Pins 3,5,6, 9, 10 und 11

```
int sensorValue = 0;
void setup() {
    pinMode(3,OUTPUT);
}
void loop() {
    sensorValue = analogRead(A0);
    analogWrite(3, sensorValue/4);
}
```

Zunächst erstellen wir eine Variable, um den Wert des Potis zu speichern. In setup konfigurieren wir Pin 3 für Ausgabe. In loop speichern wir den Wert, den wir von AO gelesen haben, in unserer Variable. Dann schreiben wir den Wert auf Pin 3 (LED), müssen inn vorher aber noch durch 4 teilen, damit er zwischen 0 und 255 liegt.


Die Helligkeit der LED lässt sich jetzt von komplett aus bis sehr hell ändern, je nach dem wie du den Poti einstellst.


## Links

Software
Software Download http://www.arduino.cc/en/Main/Software
Referenz der Sprache
http://arduino.cc/en/Reference/HomePage
Bezugsquellen
Distributorenliste
http://arduino.cc/en/Main/Buy
TinkerSoup
http://www.tinkersoup.de/index.php?cPath=22
Watterott
http://www.watterott.com/de/Boards-Kits/Arduino Elektronikladen
http://elmicro.com/de/arduino.html

## Tutorials

Arduino Tutorials
www.arduino.cc/playground/Deutsch/HomePage
Lady Ada
www.freeduino.de/books/arduino-tutorial-lady-ada Mehr Deutsche Tutorials
www.freeduino.de/books/

## Bücher

Die elektronische Welt mit Arduino entdecken Erik Bartmannn
Arduino - Physical Computing für Bastler, Designer und Geeks Verlag: O'Reilly
Make: Elektronik: Lernen durch Entdecken Charles Plat $\dagger$
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